PostgreSQL with Node.js

PostgreSQL is one of the most powerful and popular relational databases
available, while Node.js is a widely used JavaScript runtime environment for
developing server-side applications. Combined together, these technologies
offer a solid foundation for building robust, performant web applications. In
this article, we will explore how to use PostgreSQL in Node.js, providing a
step-by-step guide for those starting out.

Before you start using PostgreSQL with Node.js, you need to install the
database on your system. Installation instructions may vary depending on
your operating system, but are generally available on the official
PostgreSQL website. Be sure to make a note of the username, password,
and database name you want to use, as we will need them later.

Once PostgreSQL is installed, we can proceed with configuring a Node.js
project. Let's make sure we have already installed Node.js on our system.
Let's create a new folder for our project and initialize it using npm (Node
Package Manager):

mkdir my-postgres-project
cd my-postgres-project
npm init -y

Next, we install the pg module which will allow us to interact with the
PostgreSQL database:

npm install pg --save



Now that we have our project configured, we can start writing code to
connect to the PostgreSQL database. Let's create a app . js file and start
with the following code:

const { Pool } = require('pg');

const pool = new Pool({
user: 'your_user_name',
host: 'localhost',
database: 'your_database_name',
password: 'your_password',
port: 5432 // Default PostgreSQL port
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pool.query('SELECT NOW()', (err, res) => {
if (err) {
console.error('Error connecting to database:',
err),;
} else {
console.log('Connection to PostgreSQL database
successful:', res.rows[0].now);

}

pool.end(); // We close the connection
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This code creates a connection to the PostgreSQL database using the pg
module. Let's make sure to replace the values for user, host, database,
and password with our database credentials. p>

Once the database connection is established, we can run SQL queries to
interact with the data. Let's modify our app. js file to run an example query:



const { Pool } = require('pg');

const pool = new Pool({
user: 'your_user_name',
host: 'localhost',
database: 'your_database_name',
password: 'your_password',
port: 5432
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pool.query('SELECT * FROM users', (err, res) => {
if (err) {
console.error('Error executing query:', err);
} else {
console.log('Query results:', res.rows);

b
pool.end();
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Make sure to replace SELECT * FROM users with your own SQL query
and adapt it to your database schema.

Conclusions

In this article, we looked at how to use PostgreSQL in Node.js to connect to
a database, execute SQL queries, and interact with data. PostgreSQL offers
a wide range of advanced data management features, while Node.|s
provides a robust environment for developing server-side applications. By
combining these technologies, you can create powerful and scalable web
applications. Continue to explore the capabilities of both technologies and
deepen your knowledge to make the most of them in your applications.



